**Experiment-3:**

**Write a program to demonstrate the working of decision tree based ID3 algorithm. Use an appropriate data set for building the decision tree and apply this knowledge to classify a new sample.**

**#Implementation**

import pandas as pd

import math

importnumpy as np

data = pd.read\_csv("/content/PlayTennis.csv")

features = [feat for feat in data]

features.remove("answer")

#Create a class named Node with four members children, value, isLeaf and pred.

class Node:

    def \_\_init\_\_(self):

        self.children = []

        self.value = ""

        self.isLeaf = False

        self.pred = ""

#Define a function called entropy to find the entropy oof the dataset.

def entropy(examples):

    pos = 0.0

    neg = 0.0

    for \_, row in examples.iterrows():

        if row["answer"] == "yes":

            pos += 1

        else:

            neg += 1

    ifpos == 0.0 or neg == 0.0:

        return 0.0

    else:

        p = pos / (pos + neg)

        n = neg / (pos + neg)

        return -(p \* math.log(p, 2) + n \* math.log(n, 2))

#Define a function named info\_gain to find the gain of the attribute

definfo\_gain(examples, attr):

    uniq = np.unique(examples[attr])

    #print ("\n",uniq)

    gain = entropy(examples)

    #print ("\n",gain)

    for u in uniq:

        subdata = examples[examples[attr] == u]

        #print ("\n",subdata)

        sub\_e = entropy(subdata)

        gain -= (float(len(subdata)) / float(len(examples))) \* sub\_e

        #print ("\n",gain)

    return gain

#Define a function named ID3 to get the decision tree for the given dataset

def ID3(examples, attrs):

    root = Node()

    max\_gain = 0

    max\_feat = ""

    for feature in attrs:

        #print ("\n",examples)

        gain = info\_gain(examples, feature)

        if gain >max\_gain:

            max\_gain = gain

            max\_feat = feature

    root.value = max\_feat

    #print ("\nMax feature attr",max\_feat)

    uniq = np.unique(examples[max\_feat])

    #print ("\n",uniq)

    for u in uniq:

        #print ("\n",u)

        subdata = examples[examples[max\_feat] == u]

        #print ("\n",subdata)

        if entropy(subdata) == 0.0:

            newNode = Node()

            newNode.isLeaf = True

            newNode.value = u

            newNode.pred = np.unique(subdata["answer"])

            root.children.append(newNode)

        else:

            dummyNode = Node()

            dummyNode.value = u

            new\_attrs = attrs.copy()

            new\_attrs.remove(max\_feat)

            child = ID3(subdata, new\_attrs)

            dummyNode.children.append(child)

            root.children.append(dummyNode)

    return root

#Define a function named printTree to draw the decision tree

defprintTree(root: Node, depth=0):

    fori in range(depth):

        print("\t", end="")

    print(root.value, end="")

    ifroot.isLeaf:

        print(" -> ", root.pred)

    print()

    for child in root.children:

        printTree(child, depth + 1)

#Define a function named classify to classify the new example

def classify(root: Node, new):

    for child in root.children:

        ifchild.value == new[root.value]:

            ifchild.isLeaf:

                print ("Predicted Label for new example", new," is:", child.pred)

                exit

            else:

                classify (child.children[0], new)

#Finally, call the ID3, printTree and classify functions

root = ID3(data, features)

print("Decision Tree is:")

printTree(root)

print ("------------------")

new = {"outlook":"sunny", "temperature":"hot", "humidity":"normal", "wind":"strong"}

classify (root, new)

![](data:image/png;base64,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)

==============

Predicted Label for new example {'outlook': 'sunny', 'temperature': 'hot', 'humidity': 'normal', 'wind': 'strong'} is: ['yes']